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Preface
This textbook is an introduction to programming, computer application development, and

the science of computing. It is meant to be used in a college-level introductory program-

ming course. More than just an introduction to programming, the book is a broad introduc-

tion to computer science and to the concepts and tools used for modern computer applica-

tion development.

The computer programming language used in the book is Python, a language that has a

gentler learning curve than most. Python comes with powerful software libraries that make

complex tasks—such as developing a graphics application or finding all the links in a web

page—a breeze. In this textbook, we leverage the ease of learning Python and the ease of

using its libraries to do more computer science and to add a focus on modern application

development. The result is a textbook that is a broad introduction to the field of computing

and modern application development.

The textbook’s pedagogical approach is to introduce computing concepts and Python

programming in a breadth-first manner. Rather than covering computing concepts and

Python structures one after another, the book’s approach is more akin to learning a natural

language, starting from a small general-purpose vocabulary and then gradually extending

it. The presentation is in general problem oriented, and computing concepts, Python struc-

tures, algorithmic techniques, and other tools are introduced when needed, using a “right

tool at the right moment” model.

The book uses the imperative-first and procedural-first paradigm but does not shy away

from discussing objects early. User-defined classes and object-oriented programming are

covered later, when they can be motivated and students are ready. The last three chapters

of the textbook use the context of web crawling and search engines to introduce a broad

array of topics. These include foundational concepts such as recursion, regular expressions,

depth-first search, and Google’s MapReduce framework, as well as practical tools such as

GUI widgets, HTML parsers, SQL, and multicore programming.

This textbook can be used in a course that introduces computer science and program-

ming to computer science majors. Its broad coverage of foundational computer science

topics as well as current technologies will give the student a broad understanding of the

field and a confidence to develop “real” modern applications that interact with the web

and/or a database. The textbook’s broad coverage also makes it ideal for students who need

to master programming and key computing concepts but will not take more than one or two

computing courses, in particular math, science, and engineering majors.

The Book’s Technical Features
The textbook has a number of features that engage students and encourage them to get their

hands dirty. For one, the book makes heavy use of examples that use the Python interactive

xvii
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shell. Students can easily reproduce these one-liners on their own. After doing so, students

will likely continue experimenting further using the immediate feedback of the interactive

shell.

Throughout the textbook, there are inline practice problems whose purpose is to re-

inforce concepts just covered. The solutions to these problems appear at the end of the

corresponding chapter, allowing students to check their solution or take a peek in case they

are stuck.

The textbook uses Caution boxes to warn students of potential pitfalls. It also uses

Detour boxes to briefly explore interesting but tangential topics. The large number of boxes,

practice problems, figures, and tables create visual breaks in the text, making the volume

more approachable for today’s students.

Most chapters in the text include a case study that showcases the concepts and tools

covered in the chapter in context. Finally, the textbook contains a large number of end-of-
chapter problems, many of which are unlike problems typically found in an introductory

textbook.

Online Textbook Supplements
The link to the book’s online content is www.wiley.com/college/perkovic. These sup-

plements are available there:

• Powerpoint slides for each chapter

• Expanded tutorials on SQL and HTML

• Code examples appearing in the book

• Exercise and problem solutions (for instructors only)

• Project ideas for Chapters 5 to 12 (for instructors only)

• Exam problems (for instructors only)

For Students: How to Read This Book
This book is meant to help you master programming and develop computational thinking

skills. Programming and computational thinking are hands-on activities that require a com-

puter with a Python integrated development environment, a pen, and paper. Ideally, you

should have those tools next to you as you read this book.

The book makes heavy use of small examples that use Python’s interactive shell. Try

running those examples in your shell. Feel free to experiment further. It’s very unlikely the

computer will burst into flames if you make a mistake!

You should also attempt to solve all the practice problems as they appear in the text.

Problem solutions appear at the end of the corresponding chapter. If you get stuck, it’s OK

to peek at the solution; after doing so, try solving the problem without peeking.

The text uses Caution boxes to warn you of potential pitfalls. These are very important

and should not be skipped. The Detour boxes, however, discuss topics that are only tangen-

tially related to the main discussion. You may skip those if you like. Or you may go further

and explore the topics in more depth if you get intrigued.

At some point while reading this text, you may get inspired to develop your own app,

whether a card game or an app that keeps track of a set of stock market indexes in real time.

If so, just go ahead and try it! You will learn a lot.
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Overview of the Book
This textbook consist of 12 chapters that introduce computing concepts and Python pro-

gramming in a breadth-first manner.

Tour of Python and Computer Science
Chapter 1 introduces the basic computing concepts and terminology. Starting with a dis-

cussion of what computer science is and what developers do, the concepts of modeling,

algorithm development, and programming are defined. The chapter describes the computer

scientist’s and application developer’s toolkit, from logic to systems, with an emphasis on

programming languages, the Python development environment, and computational think-

ing.

Chapter 2 covers core built-in Python data types: the integer, Boolean, floating-point,

string, and list types. To illustrate the features of the different types, the Python interactive

shell is used. Rather than being comprehensive, the presentation focuses on the purpose of

each type and the differences and similarities between the types. This approach motivates

a more abstract discussion of objects and classes that is ultimately needed for mastering

the proper usage of data types. The case study at the end of the chapter takes advantage of

this discussion to introduce Turtle graphics classes that enable students to do simple, fun

graphics interactively.

Chapter 3 introduces imperative and procedural programming including basic execu-
tion control structures. This chapter presents programs as a sequence of Python statements

stored in a file. To control how the statements are executed, basic conditional and iterative

control structures are introduced: the one-way and two-way if statements as well as the

simplest for loop patterns of iterating through an explicit sequence or a range of numbers.

The chapter introduces functions as a way to neatly package a small application; it also

builds on the material on objects and classes covered in Chapter 2 to describe how Python

does assignments and parameter passing.

The first three chapters provide a shallow but broad introduction to Python program-

ming and computers science. Core Python data types and basic execution control structures

are introduced so students can write simple but complete programs early. Functions are in-

troduced early as well to help students conceptualize what a program is doing, that is, what

inputs it takes and what output it produces. In other words, abstraction and encapsulation

of functions is used to help students better understand programs.

Focus on Algorithmic Thinking
Chapter 4 covers strings and text processing in more depth. It continues the coverage of

strings from Chapter 2 with a discussion of string value representations, string operators

and methods, and formatted output. File input/output (I/O) is introduced as well and, in

particular, the different patterns for reading text files. Finally, the context of file I/O is used

to motivate a discussion of exceptions and the different types of exceptions in Python.

Chapter 5 covers execution control structures and loop patterns in depth. Basic con-

ditional and iteration structures were introduced in Chapter 3 and then used in Chapter 4

(e.g., in the context of reading files). Chapter 5 starts with a discussion of multiway condi-

tional statements. The bulk of the chapter is spent on describing the different loop patterns:

the various ways for loops and while loops are used. Multidimensional lists are intro-

duced as well, in the context of the nested loop pattern. More than just covering Python

loop structures, this core chapter describes the different ways that problems can be broken
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down. Thus, the chapter fundamentally is about problem solving and algorithms.

Chapter 6 completes the textbook’s coverage of Python’s built-in container data types
and their usage. The dictionary, set, and tuple data types are motivated and introduced. This

chapter also completes the coverage of strings with a discussion of character encodings and

Unicode. Finally, the concept of randomness is introduced in the context of selecting and

permuting items in containers.

Chapters 4 through 6 represent the second layer in the breadth-first approach this text-

book takes. One of the main challenges students face in a introductory programming course

is mastering of conditional and iteration structures and, more generally, the computational

problem-solving and algorithm development skills. The critical Chapter 5, on patterns of

applying execution control structures, appears after students have been using basic condi-

tional statements and iteration patterns for several weeks and have gotten somewhat com-

fortable with the Python language. Having gained some comfort with the language and

basic iteration, students can focus on the algorithmic issues rather than less fundamental

issues, such as properly reading input or formatting output.

Managing Program Complexity
Chapter 7 shifts gears and focuses on the software development process itself and the prob-

lem of managing larger, more complex programs. It introduces namespaces as the founda-
tion for managing program complexity. The chapter builds on the coverage of functions and

parameter passing in Chapter 3 to motivate the software engineering goals of code reuse,

modularity, and encapsulation. Functions, modules, and classes are tools that can be used to

achieve these goals, fundamentally because they define separate namespaces. The chapter

describes how namespaces are managed during normal control flow and during exceptional

control flow, when exceptions are handled by exception handlers.

Chapter 8 covers the development of new classes in Python and the object-oriented pro-
gramming (OOP) paradigm. The chapter builds on Chapter 7’s uncovering of how Python

classes are implemented through namespaces to explain how new classes are developed.

The chapter introduces the OOP concepts of operator overloading—central to Python’s de-

sign philosophy—and inheritance—a powerful OOP property that will be used in Chapters

9 and 11. Through abstraction and encapsulation, classes achieve the desirable software en-

gineering goals of modularity and code reuse. The context of abstraction and encapsulation

is then used to motivate user-defined exception classes and the implementation of iterative

behavior in user-defined container classes.

Chapter 9 introduces graphical user interfaces (GUIs) and showcases the power of
the OOP approach for developing GUIs. It uses the Tk widget toolkit, which is part of

the Python Standard Library. The coverage of interactive widgets provides the opportunity

to discuss the event-driven programming paradigm. In addition to introducing GUI devel-

opment, the chapter also showcases the power of OOP to achieve modular and reusable

programs.

The broad goal of Chapters 7 though 9 is to introduce students to the issues of program

complexity and code organization. They describe how namespaces are used to achieve func-

tional abstraction and data abstraction and, ultimately, encapsulated, modular, and reusable

code. Chapter 8 provides a comprehensive discussion of user-defined classes and OOP.

The full benefit of OOP, however, is best seen in context, which is what Chapter 9 is about.

Additional contexts and examples of OOP are shown in later chapters and specifically in

Sections 10.5, 11.2, 12.3, and 12.4. These chapters provide a foundation for the students’

future education in data structures and software engineering methodologies.
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Crawling through Foundations and Applications
Chapters 10 through 12, the last three chapters of the textbook, cover a variety of advanced

topics, from fundamental computer science concepts like recursion, regular expressions,

and depth-first search, to practical and contemporary tools like HTML parsers, SQL, and

multicore programming. The theme used to motivate and connect these topics is the de-

velopment of web crawlers, search engines, and data mining apps. The theme, however, is

loose, and each individual topic is presented independently to allow instructors to develop

alternate contexts and themes for this material as they see fit.

Chapter 10 introduces foundational computer science topics: recursion, search, and
the run-time analysis of algorithms. The chapter starts with a discussion of how to think

recursively. This skill is then put to use on a wide variety of problems from drawing fractals

to virus scanning. This last example is used to illustrate depth-first search. The benefits and

pitfalls of recursion lead to a discussion of algorithm run-time analysis, which is then used

in the context of analyzing the performance of various list search algorithms. This chapter

puts the spotlight on the theoretical aspects of computing and forms a basis for future

coursework in data structures and algorithms.

Chapter 11 introduces the World Wide Web as a central computing platform and as a
huge source of data for innovative computer application development. HTML, the language

of the web, is briefly discussed before tools to access resources on the web and parse web

pages are covered. To grab the desired content from web pages and other text content, reg-

ular expressions are introduced. The different topics covered in this chapter are put to use

together with depth-first traversal from the previous chapter in the context of developing

a web crawler. A benefit of touching HTML parsing and regular expressions in an intro-

ductory course is that students will be familiar with their uses in context before rigorously

covering them in a formal languages course.

Chapter 12 covers databases and the processing of large data sets. The database lan-

guage SQL is briefly described as well as a Python’s database application programming

interface in the context of storing data grabbed from a web page. Given the ubiquity of

databases in today’s computer applications, it is important for students to get an early ex-

posure to them and their use (if for no other reason than to be familiar with them before

their first internship). The coverage of databases and SQL is introductory only and should

be considered merely a basis for a later database course. This chapter also considers how

to leverage the multiple cores available on computers to process big data sets more quickly.

Google’s MapReduce problem-solving framework is described and used as a context for

introducing list comprehensions and the functional programming paradigm.

For Instructors: How to Use This Book
The material in this textbook was developed for a two quarter course sequence introducing

computer science and programming to computer science majors. The book therefore has

more than enough material for a typical 15-week course (and probably just the right amount

of material for a class of well-prepared and highly motivated students).

The first six chapters of the textbook provide a comprehensive coverage of impera-

tive/procedural programming in Python. They are meant to be covered in order, but it is

possible to cover Chapter 5 before Chapter 4. Furthermore, the topics in Chapter 6 may be

skipped and then introduced as needed.

Chapters 7 through 9 are meant to be covered in order to effectively showcase OOP. It

is important to cover Chapter 7 before Chapter 8 because it demystifies Python’s approach
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to class implementation and allows the more efficient coverage of OOP topics such as

operator overloading and inheritance. It is also beneficial, though not necessary, to cover

Chapter 9 after Chapter 8 because it provides a context in which OOP is shown to provide

great benefits.

Chapters 9 through 12 are all optional, depend only on Chapters 1 through 6—with the

few exceptions noted—and contain topics that can, in general, be skipped or reordered at

the discretion of the course instructor. Exceptions are Sections 9.4 and 9.5 that illustrate

the OOP approach to GUI development, as well as Sections 10.5, 11.2, 12.3, and 12.4, all

of which make use of user-defined classes. All these sections should follow Chapter 8.

Instructors using this book in a course that leaves OOP to a later course can cover

Chapters 1 through 7 and then choose topics from the non-OOP sections of Chapters 9

through 12. Instructors wishing to cover OOP should use Chapters 1 through 9 and then

choose topics from Chapters 10 through 12.
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Chapter Summary 13

IN THIS INTRODUCTORY CHAPTER, we provide the context for the
book and introduce the key concepts and terminology that we will be
using throughout. The starting point for our discussion are several
questions. What is computer science? What do computer scientists and
computer application developers do? And what tools do they use?

Computers, or more generally computer systems, form one set of
tools. We discuss the different components of a computer system
including the hardware, the operating system, the network and the
Internet, and the programming language used to write programs. We
specifically provide some background on the Python programming
language, the language used in this book.

The other set of tools are the reasoning skills, grounded in logic and
mathematics, required to develop a computer application. We introduce
the idea of computational thinking and illustrate how it is used in the
process of developing a small web search application.

The foundational concepts and terminology introduce in this chapter
are independent of the Python programming language. They are relevant
to any type of application development regardless of the hardware or
software platform or programming language used.

1
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1.1 Computer Science
This textbook is an introduction to programming. It is also an introduction to Python, the

programming language. But most of all, it is an introduction to computing and how to look

at the world from a computer science perspective. To understand this perspective and define

what computer science is, let’s start by looking at what computing professionals do.

What Do Computing Professionals Do?
One answer is to say: they write programs. It is true that many computing professionals

do write programs. But saying that they write programs is like saying that screenwriters

(i.e., writers of screenplays for movies or television series) write text. From our experience

watching movies, we know better: screenwriters invent a world and plots in it to create sto-

ries that answer the movie watcher’s need to understand the nature of the human condition.

Well, maybe not all screenwriters.

So let’s try again to define what computing professionals do. Many actually do not write

programs. Even among those who do, what they are really doing is developing computer

applications that address a need in some activity we humans do. Such computing pro-

fessionals are often called computer application developers or simply developers. Some

developers even work on applications, like computer games, that are not that different from

the imaginary worlds, intricate plots, and stories that screenwriters create.

Not all developers develop computer games. Some create financial tools for investment

bankers, and others create visualization tools for doctors (see Table 1.1 for other examples.)

What about the computing professionals who are not developers? What do they do?

Some talk to clients and elicit requirements for computer applications that clients need.

Table 1.1 The range of
computers science.
Listed are examples of
human activities and, for
each activity, a software
product built by computer
application developers
that supports performing
the activity.

Activity Computer Application

Defense Image processing software for target detection and

tracking

Driving GPS-based navigation software with traffic views on

smartphones and dedicated navigation hardware

Education Simulation software for performing dangerous or

expensive biology laboratory experiments virtually

Farming Satellite-based farm management software that keeps

track of soil properties and computes crop forecasts

Films 3D computer graphics software for creating

computer-generated imagery for movies

Media On-demand, real-time video streaming of television

shows, movies, and video clips

Medicine Patient record management software to facilitate

sharing between specialists

Physics Computational grid systems for crunching data

obtained from particle accelerators

Political activism Social network technologies that enable real-time

communication and information sharing

Shopping Recommender system that suggests products that

may be of interest to a shopper

Space exploration Mars exploration rovers that analyze the soil to find

evidence of water
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Others are managers who oversee an application development team. Some computing pro-

fessionals support their clients with newly installed software and others keep the software

up to date. Many computing professionals administer networks, web servers, or database

servers. Artistic computing professionals design the interfaces that clients use to interact

with an application. Some, such as the author of this textbook, like to teach computing,

and others offer information technology (IT) consulting services. Finally, more than a few

computing professionals have become entrepreneurs and started new software businesses,

many of which have become household names.

Regardless of the ultimate role they play in the world of computing, all computing

professionals understand the basic principles of computing and how computer applications

are developed and how they work. Therefore, the training of a computing professional

always starts with the mastery of a programming language and the software development

process. In order to describe this process in general terms, we need to use slightly more

abstract terminology.

Models, Algorithms, and Programs
To create a computer application that addresses a need in some area of human activity, de-

velopers invent a model that represents the “real-world” environment in which the activity

occurs. The model is an abstract (imaginary) representation of the environment and is de-

scribed using the language of logic and mathematics. The model can represent the objects

in a computer game, stock market indexes, an organ in the human body, or the seats on an

airplane.

Developers also invent algorithms that operate in the model and that create, transform,

and/or present information. An algorithm is a sequence of instructions, not unlike a cooking

recipe. Each instruction manipulates information in a very specific and well-defined way,

and the execution of the algorithm instructions achieves a desired goal. For example, an

algorithm could compute collisions between objects in a computer game or the available

economy seats on an airplane.

The full benefit of developing an algorithm is achieved with the automation of the ex-

ecution of the algorithm. After inventing a model and an algorithm, developers implement

the algorithm as a computer program that can be executed on a computer system. While

an algorithm and a program are both descriptions of step-by-step instructions of how to

achieve a result, an algorithm is described using a language that we understand but that

cannot be executed by a computer system, and a program is described using a language

that we understand and that can be executed on a computer system.

At the end of this chapter, in Section 1.4, we will take up a sample task and go through

the steps of developing a model and an algorithm implementing the task.

Tools of the Trade
We already hinted at a few of the tools that developers use when working on computer ap-

plications. At a fundamental level, developers use logic and mathematics to develop models

and algorithms. Over the past half century or so, computer scientists have developed a vast

body of knowledge—grounded in logic and mathematics—on the theoretical foundations

of information and computation. Developers apply this knowledge in their work. Much of

the training in computer science consists of mastering this knowledge, and this textbook is

the first step in that training.

The other set of tools developers use are computers, of course, or more generally com-

puter systems. They include the hardware, the network, the operating systems, and also the
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programming languages and programming language tools. We describe all these systems

in more detail in Section 1.2. While the theoretical foundations often transcend changes in

technology, computer system tools are constantly evolving. Faster hardware, improved op-

erating systems, and new programming languages are being created almost daily to handle

the applications of tomorrow.

What Is Computer Science?
We have described what application developers do and also the tools that they use. What

then is computer science? How does it relate to computer application development?

While most computing professionals develop applications for users outside the field of

computing, some are studying and creating the theoretical and systems tools that developers

use. The field of computer science encompasses this type of work. Computer science can

be defined as the study of the theoretical foundations of information and computation and

their practical implementation on computer systems.

While application development is certainly a core driver of the field of computer sci-

ence, its scope is broader. The computational techniques developed by computer scientists

are used to study questions on the nature of information, computation, and intelligence.

They are also used in other disciplines to understand the natural and artificial phenomena

around us, such as phase transitions in physics or social networks in sociology. In fact,

some computer scientists are now working on some of the most challenging problems in

science, mathematics, economics, and other fields.

We should emphasize that the boundary between application development and com-

puter science (and, similarly, between application developers and computer scientists) is

usually not clearly delineated. Much of the theoretical foundations of computer science

have come out of application development, and theoretical computer science investigations

have often led to innovative applications of computing. Thus many computing profession-

als wear two hats: the developer’s and the computer scientist’s.

1.2 Computer Systems
A computer system is a combination of hardware and software that work together to exe-

cute application programs. The hardware consists of physical components—that is, com-

ponents that you can touch, such as a memory chip, a keyboard, a networking cable, or

a smartphone. The software includes all the nonphysical components of the computer, in-

cluding the operating system, the network protocols, the programming language tools, and

the associated application programming interface (API).

Computer Hardware
The computer hardware refers to the physical components of a computer system. It may

refer to a desktop computer and include the monitor, the keyboard, the mouse, and other

external devices of a computer desktop and, most important, the physical “box” itself with

all its internal components.

The core hardware component inside the box is the central processing unit (CPU) . The

CPU is where the computation occurs. The CPU performs computation by fetching pro-

gram instructions and data and executing the instructions on the data. Another key internal

component is main memory, often referred to as random access memory (RAM). That

is where program instructions and data are stored when the program executes. The CPU
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fetches instructions and data from main memory and stores the results in main memory.

The set of wirings that carry instructions and data between the CPU and main memory is

commonly called a bus. The bus also connects the CPU and main memory to other internal

components such as the hard drive and the various adapters to which external devices (such

as the monitor, the mouse, or the network cables) are connected.

The hard drive is the third core component inside the box. The hard drive is where files

are stored. Main memory loses all data when the computer is shut down; the hard drive,

however, is able to store a file whether the computer is powered on or off. The hard drive

also has a much, much higher capacity than main memory.

The term computer system may refer to a single computer (desktop, laptop, smartphone,

or pad). It may also refer to a collection of computers connected to a network (and thus to

each other). In this case, the hardware also includes any network wiring and specialized

network hardware such as routers.

It is important to understand that most developers do not work with computer hardware

directly. It would be extremely difficult to write programs if the programmer had to write

instructions directly to the hardware components. It would also be very dangerous because

a programming mistake could incapacitate the hardware. For this reason, there exists an

interface between application programs written by a developer and the hardware.

Operating Systems
An application program does not directly access the keyboard, the computer hard drive, the

network (and the Internet), or the display. Instead it requests the operating system (OS) to

do so on its behalf. The operating system is the software component of a computer system

that lies between the hardware and the application programs written by the developer. The

operating system has two complementary functions:

1. The OS protects the hardware from misuse by the program or the programmer and

2. The OS provides application programs an interface through which programs can

request services from hardware devices.

In essence, the OS manages access to the hardware by the application programs executing

on the machine.

DETOUR
Origins of Today’s Operating Systems

The mainstream operating systems on the market today are Microsoft Windows
and UNIX and its variants, including Linux and Apple OS X.

The UNIX operating system was developed in the late 1960s and early 1970s
by Ken Thompson at AT&T Bell Labs. By 1973, UNIX was reimplemented by
Thompson and Dennis Ritchie using C, a programming language just created by
Ritchie. As it was free for anyone to use, C became quite popular and program-
mers ported C and UNIX to various computing platforms. Today, there are several
versions of UNIX, including Apple’s Mac OS X.

The origin of Microsoft’s Windows operating systems is tied to the advent of
personal computers. Microsoft was founded in the late 1970s by Paul Allen and
Bill Gates. When IBM developed the IBM Personal Computer (IBM PC) in 1981,
Microsoft provided the operating system called MS DOS (Microsoft Disk Operating
System). Since then Microsoft added a graphical interface to the operating system




